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ABSTRACT 

Software maintenance becomes an integral part of software life cycle and 
constitutes the most important fraction of the total cost of the software 
lifecycle. Around 50-80 percent of the total lifecycle cost is consumed by 
maintenance for evolving system. Thus systems with poor maintainability are 
difficult to modify and require more cost to maintain. This difficulty arises from 
the impact of the system components where the new requirements/goals will 
be implemented. These new goals will result in modification of existing 
components and creation of new components. In this paper, we present the 
foundation for a new Hybrid-Based Maintainability Impact Analysis (HBMIA) 
methodology for assessing the impact of the new goals to be selected for 
implementation on the system new and existing components. (HBMIA) uses 
not only the system history but it also gets benefit from the expert’s 
experience. (HBMIA) balances between the system historical data and 
experts data based on the organization’ maturity and experts experience for 
system components. A case study is performed to demonstrate the added 
value of the proposed (HBMIA). 

Keywords: Software maintenance – Difficulty of Modification – Impact Analysis.  

 

1- INTRODUCTION  

According to IEEE standard software maintenance defined as follows, “Software 
maintenance is the process of modifying a software system or component after 
delivery to correct faults, improve performances, prevent problems or adapt to a 
changed environment” [13]. This definition covers the different types of software 
maintenance like corrective, perfective, preventive, and adaptive maintenance 
[19, 14]. Adaptive maintenance involves the modifications to the software system 
required by changes in the software operating environment [17]. Perfective main-
tenance refers to the changes originate from the new user requirements. Correc-
tive maintenance includes all the changes required to fix any faults or bugs in the 
system [27]. Preventive maintenance focuses on preventing problems in the fu-
ture [4]. The definition also reflects the common view that software maintenance 
is a post-delivery activity that starts when the system is released and encom-
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passes all the activities that keep the operational [1, 23].  
Our proposed (HBMIA), targeting perfectly the perfective maintenance in which 
the system maintenance is done through new requirements requested from the 
users to improve the total system performance. But (HBMIA) can be also used for 
corrective, preventive and adaptive maintenance context. Through which the pro-
posed methodology will apply the changes requested from the users as new re-
quirements/goals to correct bugs, prevent problems and adapt to new working 
environment. 
Impact analysis is the activity of assessing the potential effects of a change with 
the aim of minimizing unexpected side effects [40]. It also involves the identifica-
tion of the system’s components that need to be modified or created as a conse-
quence of the proposed modification [3, 30]. Impact analysis has a great benefit 
for reducing the risks and unexpected outcomes from the system before imple-
menting the changes. Impact analysis information also can be used in planning 
different project activities like resource estimation, schedule and cost allocation. 
This information also can be used to reduce the rework cost and result in higher 
quality [28, 29]. 
The organization of the paper is as follows. In the next section, we will refer to the 
related work for our research. In section three we will elaborate the rationale and 
research objectives for the proposed methodology (HBMIA). In section four, we 
will discuss the (HBMIA) methodology specifications. Section five will illustrate the 
practical advantages from the (HBMIA) through a case study.  In section six, we 
will validate the practical benefits from new (HBMIA) methodology through a 
comparison versus other recent techniques. The final section summarizes our 
conclusions and introduces our future research. 

 

2- RELATED WORK

2-1 Difficulty of Modification (DoM) 

Difficulty of Modification (DoM) is used for assessing the impact of the existing 
components where the new goals to be implemented. (DoM) acts as measure 
for how the existing components in the system to be maintained will be im-
pacted by the new goals to be implemented [15]. There is a set of factors affect-
ing (DoM) measurement. These factors are assessed based on the lower level 
criteria that can be directly measured from the historical data available in the 
organization metrics [6]. The set of factors that will subject to our analysis and 
contribute to (DoM) of the existing components are size, complexity, health, un-
derstandability and functionality as shown in fig. 1. These factors are not as-
sumed to be necessary orthogonal. Size refers to that factor which measures 
the ration of the added/modified code to the total component size. The most 
common metric used for assessing the component size is the Source Line Of 
Code or (SLOC) [10]. Complexity identifies that factor which measures the code 
complexity [39]. The component complexity is affected by the relations between 
the components themselves in the systems which are measured by the cou-
pling between components. The most common metric used to assess compo-
nent complexity is the McCabe’s Cyclomatic complexity [36]. Health refers to 
that factor which measures the operational failure reported against the compo-
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nent during field usage of the system. Unhealthy components will result in a 
high risk for any small modification [5]. The health for any components can be 
calculated as the ration between the numbers of defects against these compo-
nents to the total number of defects affecting system for any specific period [11]. 
Understandability refers to that factor measures the ease with which component 
can be understood by the developer who modifying it. This will be function of 
the expertise of whoever is making the change [16], how long this component is 
part of the system [32], and quality of the documentation. The most common 
metric used to assess the component understandability is the Halstead level 
[11]. Functionality identifies how much functionality implemented per each com-
ponent. The most common metric used to assess functionality is Weighted 
Method per Class (WMC) or can be calculated by the ration of the 
added/modified functions per component to the total number of functions within 
this component. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 
 

Figure 1 Difficulty of modification factors 

2-2 Difficulty of Creation (DoC) 

Difficulty of Creation (DoC) is used for assessing the impact of the new compo-
nents where the new goals to be implemented. (DoC) acts as a measure for how 
many of the new components in the system to be maintained will be impacted by 
the new goals to be implemented. The groups of factors that contribute to (DoC) 
assessment are size, complexity, criticality, understandability and dependability as 
shown in fig. 2. These factors as indicated in (DoM) factors are not assumed to be 
orthogonal, or by other means they may affect each other [31]. Size factor can be 
calculated as the ration between the new component size to the total size of the 
new implemented components within a specific period of time. The most common 
metric used for assessing the component size is the Source Line Of Code or 
(SLOC) [26]. Complexity of the new component will be similar to that of the exist-
ing components which indicated in the previous section. Criticality refers to that 
factor measures how critical the component. Understandability of the new com-

   Difficulty of  modification 

Size Complexity Health Understandability Functionality 

Com 1 Com 2 Com N 
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ponents will be similar to that of the existing component as indicated in the previ-
ous section. Dependability identifies that factor which measures the relation be-
tween the new component and other system components. The most common 
metric used to assess Dependability is coupling between components [38]. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Figure 2 Difficulty of Creation factors 

2-3 Metric-Based approach 

Metric-based approach refers to that approach which gets benefit from the sys-
tem historical data to measure to which extent each component exhibit when sub-
jected to modification [22]. This measure will be used later to assess the impact of 
the new goals on the components where these goals will be implemented. The 
ability to adopt this approach depends on the organization maturity of collecting 
relevant historical data over the product life cycle [40]. The main advantage of this 
approach is that it gets benefit from the component history to identify the future 
trends of the component when subject to modification. The main drawbacks of 
this approach arise from its dependency on the organization maturity [21]. 

2-4 Expert-Based approach 

Expert-based approach identifies that approach which uses the knowledge and 
experience of experts who are familiar with the system components under con-
sideration [16]. The necessity to use this approach will depend on the availability 
of experts within the organization. The main advantage of this approach over the 
metric approach is that it can be used while there are problems of data availability 
[20]. But the main drawback of this approach arises because it’s highly driven by 
the data entered by the experts even when there is no evidence behind it. This 
approach will be perfectly used to measure the Difficulty of Creation (DoC) be-
cause there is no history available for new system components result from the 
new goals to be implemented [18]. 

   Difficulty of  creation 

Size Complexity    Understandability 

Com 1 Com 2 Com N 

   Dependability    Criticality 
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3- RATIONALE AND RESEARCH OBJECTIVES 

3-1 Rationale 

The rationale behind the (HBMIA) is to develop a new hybrid-based methodol-
ogy that combines both metric-based and expert-based approaches to gain the 
advantages of both. Our contribution in the paper is two fold; first, develop a 
new hybrid-based methodology that combines both expert-based and metric-
based approaches to evaluate the Difficulty of Modification (DoM) of exiting 
components. Second, use the expert-based approach to evaluate the Difficulty 
of Creation (DoC) of new components imposed by the new goals. The evalua-
tion from both (DoM) and (DoC) will be combined with Goals-Driven Impact 
Analysis (GDIA) to asses the impact of goals selected for implementation on the 
system components [40]. 

3-2 Research objectives 

1-Design a characterization methodology for the system components that can 
be used to assess the components based on quality attributes such as Difficulty 
of Modification (DoM) for existing components and Difficulty of Creation (DoC) 
for new components. This characterization methodology identifies the different 
factors that affect both DoM and (DoC) and gets the proper system metrics that 
can be used for the assessment of each factor. 
2- Develop a methodology to incorporate both system metrics and experts con-
tributions together for each factor of the quality attributes. 
3-Imeplement a technique to identify those components that would be impacted 
by the implementation of the proposed goals. This technique will be called 
Goals-Driven Impact Analysis (GDIA). (GDIA) will determine how the implemen-
tation of each goal would impact system components. 
4-Use both the characterization methodology and (GDIA) to calculate the total 
goal impact from the components where the goal to be implemented. 
5-Design a prototype that uses the calculated goal impacts to identifies the best 
goals to be selected for implementation. 

 

4- HBMIA TECHNIQUE DETAILS 

4-1 HBMIA architecture 

We will demonstrate the different steps required to calculate the impact on the 
system components where the new goals to be implemented as in fig. 3: 

 

! Step 1: Use historical data repository of the system within the organization 
to identify all the system components. 

! Step2: Determine the different factors that affect Difficulty of Modification 
(DoM) as shown in fig. 1. 

! Step3: Determine the different factors that affect Difficulty of Modification 
(DoC) as shown in fig. 2. 

! Step4: Get the experts contributions for each component factor of both 
(DoM) and (DoC). Each expert will be assigned weight according to his/her 
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experience with the component. Experts also will be assigned relative 
weights based on their importance within the organization. 

! Step 5: Aggregate the data collected from the experts along with the data 
collected from the system historical data for each component. System his-
torical data will be assigned weight to reflect the maturity of the data col-
lected within the organization. This weight along with the relative expert’s 
weights will control the portion by which each source will impact the total 
calculated value for each component. 

! Step 6: For each new goal to be implemented, identify those components 
that will be impacted either through modification or creation. 

! Step 7: Determine the eXtent of Modification (XoM) for each impacted 
component. (XoM) determine to which extent the impacted component will 
be modified by the proposed goal. For new component (XoM) will equal 1 
but for existing components it will be value less than or equal to 1. 

! Step 8: Calculate the new component Difficulty of Creation (DoC) value as 
will be indicated in the next section in details. 

! Step 9: Calculate the existing component Difficulty of Modification (DoM) 
value as will be indicated in the next section in details. 

! Step 10: Aggregate the calculated values of (DoM) and (XoM) for exiting 
components along with (DoC) and XoM for new components to calculate 
the total impact value of each goal. 

4-2 HBMIA details 

In order to show the HBMIA process details, we follow a set of steps to calculate 
both (DoM) and (DoC) for each existing and new components respectively 
along with the total impact associated with each goal. The following set of pa-
rameters will be used in the following formulas. 

 

1- !: Prioritization vector for DoM/DoC factors of system components with di-
mension (N x 1) for DoM and (M x 1) for DoC.  
2- N: Number of DoM factors. 
3- M: Number of DoC factors. 
4- ": Prioritization matrix for components with respect to each DoM/DoC factor. 
The dimension of this matrix will be (Z x N) for DoM and (Z x M) for DoC. 
5- Z: Number of system impacted components. 
6- #: Prioritization vector of the components from the perspective of each ex-
pert. 
7- K: Number of experts. 
8- $: Weighting matrix for the components with respect to experts. 
9- X: Number of experts plus 1. 
10- DoM(c): Difficulty of Modification value for component (c). 
11- DoC(c): Difficulty of Creation value for component (c). 
12- XoM(c,g): eXtent of Modification for component (c) and goal (g). 
13- MSize(c,g): Modified SLOC result from implementing goal (g) into compo-
nent (c). 
14- Size(c) : Total component size. 
15- T: Number of components impacted when implementing goal (g). 
16- L: Number of new components impacted when implementing goal (g). 
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17- R: Number of existing components impacted when implementing goal (g). 
18- Impact(g): Total impact of implementing goal (g) in the existing system com-
ponents. 

 

 

 

 

 

 

 

            

 

 

 

 

 

 

 

 

 

Figure 3 HBMIA architecture 

! Step 1: Prioritize DoM/DoC factors. This prioritization will show to which 
extent each factor will impact the DoM/DoC relative to the other factors. 
This relative importance of the factors will identify the effect of each factor 
on DoM/DoC from the point of view of each expert and also based on the 
maturity of these factors data within the system historical metrics. This will 
result in a column vector of !(N)/!(M) with (N) refers to the number of fac-
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tors affecting (DoM) and (M) refers to number of factors affecting (DoC).  
The values entered by experts or taken from the historical metrics will take 
values 1 to 9 such that 1 refers to equal importance, 5 strong importance 
and 9 extreme importance. The values in between refers to intermediate 
importance. 

! Step 2: Normalize the values of the prioritization vector (!) such that : 
 

(0 ! ! (n) ! 1) and (0 ! ! (m) ! 1)          (1) 

 
This will guarantee that: 
 

% ! (n) = 1   and   % ! (m) = 1                                (2)  

N                            M  

 
! Step 3: Prioritize components with respect to each DoM/DoC factor. This 

prioritization will determine how the DoM/DoC for each component will be 
affected by each DoM/DoC factor. The result from this step is matrix "(Z x 
N) with (Z) refers to the number of impacted system components. Each en-
try from this matrix (z,n) will show relative manner in which each factor in 
column (n) affects the DoM/DoC of the component in row (z). The values 
entered by experts or taken from the historical metrics will take values 1 to 
9 such that 1 refers to equal importance, 5 strong importance and 9 ex-
treme importance. The values in between refers to intermediate impor-
tance. 

! Step 4: Normalize the values of the prioritization vector (") such that : 
 

(0 ! " (z,n) ! 1) and (0 ! " (z,m) ! 1)         (3) 

 
! Step 5: Calculate the relative priorities of components from the perspective 

of each experts and with respect to the historical metrics data for each 
component. This will be calculated using the below formula : 
 

 #(e,z) = % " (z,m) x ! (m)                 (4)  

                       M 

 
The result from step will be (K+1) vector with (K) refers to the number of 
experts who contribute in this assessment plus metric vector result from 
the historical data for each component. 

! Step 6: Prioritize the components with respect to each expert based on his 
familiarity and experience with each component. Since values for all com-
ponents from the historical metrics with same importance, then it can be 
assigned the same weights for the metric vector of the components. The 
result from this step will be a matrix $(z,x) with (X) refers to the number of 
experts plus 1 for the metric vector. This will be used only for (DoM) calcu-
lation, but for (DoC) calculation will be using  $(z,k) because there is no 
historical metric contribution. The dimension of the resultant matrix will be 
$(Z x X) for (DoM) and $(Z x K) for (DoC). The values entered by experts 
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or taken from the historical metrics will take values 1 to 9 such that 1 refers 
to equal importance, 5 strong importance and 9 extreme importance.  

! Step 7: Normalize the values of the prioritization vector ($) such that : 
 

(0 ! $ (z,x) ! 1) and (0 ! $ (z,x) ! 1)            (5) 

 
This will guarantee that: 
 

% $ (z,x) = 1   and   % $ (z,k) = 1                       (6) 

     X                           K  

 
! Step 8: Prioritize the experts with respect to each other. Each expert along 

with the historical metric data will be assigned a relative weight to reflect 
the importance and maturity of each with respect to the organization. The 
result from this step is a column vector & (X) for (DoM) and & (K) for (DoC). 
The values entered by organization will take values 1 to 9 such that 1 re-
fers to equal importance, 5 strong importance and 9 extreme importance.  

! Step 9: Normalize the values of the prioritization vector ($) such that : 
 
(0 ! & (x) ! 1) and (0 ! & (k) ! 1)             (7) 

 
This will guarantee that: 
 
% & (k) = 1   and   % & (x) = 1            (8)
         K                            X  
 
! Step 10: Calculate the DoM/DoC values for each component. This step will 

aggregate the different contributions from the experts and historical data 
based on the assigned weights described in the previous steps. This will 
be calculated using the below formulas: 

 

DoM(c) = % $ (z,x) X #(e,z) X  & (x)              (9) 

                    X  

 

DoC(c) = % $ (z,k) X #(e,z) X  & (k)          (10) 

                  K  

 
The result from the above formulas will satisfy the inequalities: 
 

(0 ! DoM(C) ! 1) and (0 ! DoC(C) ! 1)         (11) 

 
! Step 11: Calculate the eXtent of Modification (XoM) for each component, 

goal pair such that XoM(c,g) will reflect to which extent component (c) will 
be impacted/modified by implementing goal (g). This calculation will be 
done only for existing components which subject to modification. XoM for 
new components will be equal to 1 based on the above definition. 
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XoM(c,g) = MSize(c,g) / Size (c)                  (12) 

 
! Step 12: Identify the list of component impacted by implementing each new 

goal. The result from this step will be a list of component (T) impacted by 
implementing goal (g). This step called Goals-Driven Impact Analysis 
(GDIA). 

! Step 13: Calculate the total impact of implementing goal (g) in existing sys-
tem. This impact will be affected by both existing components and new 
components that impacted by implementing goal (g) in the system. 

     
Impact(g) = % (1 + XoM(c,g)) * DoM(c)  +  % 2 * DoC(c)                 (13)                                                                                                                  

L          R  
 
The value of 2 in the above equation results from substituting of 1 for XoM(c,g) 
for the new components. Taken into consideration that the total number of exist-
ing components (L) plus the total number of new components (R) impacted 
while implementing goal (g) will equal to the total number of components (T) 
which impacted by implementing goal (g).  

  

5- CASE STUDY  

The (HBMIA) will be evaluated for the components of the (KC1) case study from 
the Metric Data Program [22] The Metrics Data Program is a database that con-
tains data about problems, products and metrics of a number of software pro-
jects. The main objective of the program is to gather, validate, arrange, save 
and provide software metrics data for the software engineering community. The 
case study (KC1) is a software component of a data processing unit within a 
large ground system. The system is made up of 43 (KSLOC) of C++ code. The 
error data for this code has been collected since the beginning of the project 
over five years of development and maintenance. The data from (KC1) is ana-
lyzed to map it to the class level, so each component refers to a class within 
KC1. 
In order to show the practical benefit from the (HBMIA) we will consider 10 new 
goals G1 to G10 scheduled for implementation as part of the future product 
maintenance. In this case study, there are two experts (expert_1, expert_2) 
along with the system historical data metrics data. The main objective of these 
hypothetical goals and expert’s data is to be able to evaluate our proposed 
(HBMIA) methodology against existing ones taking into consideration the real 
data provided from the existing system of (KC1). Our scope through this case 
study using (KC1) component is to show the impact of the system history met-
rics on evaluating the new goals impact on the existing system. Thus we pro-
posed 10 new goals along with expert’s data to be used through the evaluation. 
Given the components affected by each new goal from table 1 to table 13 taken 
into consideration that CM1, CM2, CM3 are existing system components while 
CM4, CM5 are new components, we will be able to calculate the goals impacts 
by following the (HBMIA) algorithm steps mentioned in the previous section. 
These impacts values will identify which goals to be selected for implementation 
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based on the available product resources. The data given in table 1 indicate 
both G1, G3 will result in creation of two new components CM4, CM5 respec-
tively along with modification of other existing components. 

 

Table 1 Components impacted by new goals 

Components/ 
Goals 

CM1 CM2 CM3 CM4 CM5 

G1 X    X 

G2   X   

G3 X X  X  

G4 X     

G5 X X X   

G6 X  X   

G7  X    

G8   X   

G9 X  X   

G10  X X   

 

Table 2 DoM factor historical metric values 

Factors 

Compo-
nents 

Size Compl. Health Un-

derstd. 

Function. Weight 

CM1 0.13 1 0.06 1 0.07 1 

CM2 0.02 0.13 0.07 0.41 0.05 1 

CM3 0.06 0.35 0.09 0.25 0.08 1 

 

Table 3 DoM factor values for expert_1 

Factors 

Components 

Size Compl. Health Understd Function Weight 

CM1 0.3 0.6 0.44 0.27 0.23 3 

CM2 0.5 0.3 0.25 0.54 0.3 4 

CM3 0.2 0.1 0.31 0.18 0.46 6 

 

Table 4 DoM factor values for expert_2 

Factors 

Components 

Size Compl. Health Understd Function Weight 

CM1 0.2 0.43 0.26 0.44 0.27 5 

CM2 0.7 0.21 0.6 0.37 0.37 7 

CM3 0.1 0.36 0.14 0.12 0.12 3 

 

Table 5 DoC factor values for expert_1 

Factors 

Components 

Size Compl. Critical Understd Depend. Weight 

CM4 0.71 0.7 0.28 0.6 0.6 1 

CM5 0.29 0.3 0.72 0.4 0.4 2 
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Table 6 DoC factor values for expert_2 

Factors 

Components 

Size Compl. Critical Understd Depend. Weight 

CM4 0.75 0.44 0.53 0.75 0.6 3 

CM5 0.25 0.56 0.47 0.25 0.4 2 

 

Table 7 DoM factor historical metric weights 

Factor 

 

Size Complexity Health Understandability Functionality 

Weight 1 1 1 1 1 

 

Table 8 DoM factor weights for expert_1 

Factor 

 

Size Complexity Health Understandability Functionality 

Weight 3 5 2 7 1 

 

Table 9 DoM factor weights for expert_2 

Factor 

 

Size Complexity Health Understandability Functionality 

Weight 5 2 6 3 4 

 

Table 10 DoC factor weights for expert_1 

Factor 

 

Size Complexity Critical Understandability Dependability 

Weight 2 6 4 9 3 

 

Table 11 DoC factor weights for expert_2 

Factor 

 

Size Complexity Critical Understandability Dependability 

Weight 7 1 3 7 4 

 

Table 12 Relative expert’s weights 

Expert Relative Weight 

Historical Metric 9 

Expert_1 3 

Expert_2 5 

 

Table 13 XoM data for modified components 

Component Volume(SLOC) Modified size 
(SLOC) 

CM1 2789 2430 

CM2 401 332 

CM3 1621 1123 

 

Following the steps detailed in the previous section, we will be able to calculate 
the total goal impact on the system components as follows in the below steps: 
! Step 1: Calculate the DoM/DoC for all the system components using for-

mulas 1 to 11. This will yield to the following results shown in table 14. 
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Table 14 DoM/DoC component values 

Component DoM/DoC 

CM1 0.09 

CM2 0.11 

CM3 0.05 

CM4 0.11 

CM5 0.08 

 

! Step 2: Calculate the total goal impact based on the goal assignment 
shown in table 1, (XoM) data in table 13 and DoM/DoC calculated values 
shown in table 14 using formulas 12, 13. This yields to the following results 
shown in table 15. 

 

Table 15 Total goals impact values 

 
 

 

 

 

 

 

 
As indicated from table 15, G3 is the goal with the greatest impact on the 
system components and both G2, G8 are the goals with the lowest impact 
on the system components. The goals proposed for implementation should 
be selected based on their impacts on the system components such that 
goals with lower impacts will be good candidates for implementation be-
cause it will consume lower resources and costs [40]. Thus calculating the 
goal impact on system components can be used for better planning activi-
ties such as resource allocation and producing better estimates [35]. This 
will enable project manger of the software product to get better control over 
the product resource and achieve product success [25]. 

 

6- EVALUATION OF HBMIA VERSUS SIMILAR METHODOLOGY 

In order to show the strength of the new proposed technique (HBMIA) com-
pared to other existing and similar approach proposed by Saliu [34], an empiri-
cal evaluation should be conducted. The main drawback of methodology pro-
posed by Saliu is that it depends mainly on experts experience with the system 
components in deriving the information about these components even when 
there is no evidence about their values. It also neglects the components history 
of the system which contains valuable indicators about future trends of the sys-
tem components [21]. Saliu’s proposed methodology also takes the effect of 
existing components only while calculating the total goal impact and neglecting 

Goal Total impact 

G1 0.33 

G2 0.08 

G3 0.58 

G4 0.17 

G5 0.45 

G6 0.25 

G7 0.20 

G8 0.08 

G9 0.25 

G10 0.28 
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the effect of new components result from implementing the new goals. 
On the other hand, we tried to cover these drawbacks in our proposed (HBMIA) 
methodology. The new (HBMIA) combines the strengths of both metric-based 
and expert-based approaches while collecting DoM/DoC factor values. It bal-
ances between historical and experts contributions through weights assigned 
within the organization based on the importance and maturity of the experts and 
historical data. (HBMIA) also gets the effect of the new components while calcu-
lating the total goal impacts. This will provide a better quality for the calculated 
goal impact especially when the new goals result in creation of new compo-
nents. 
In order to be able to compare the two methodologies, we will calculate the 
(DoM) values for the existing components (CM1, CM2, and CM3) without taking 
the effect of the historical metric data into consideration. This will result in the 
data shown in table 16. 

 

Table 16 DoM/DoC component values (Saliu’s methodology) 

Component DoM 

CM1 0.15 

CM2 0.22 

CM3 0.08 

 

Calculate the total goal impact based on the goal assignment shown in table 1, 
(XoM) data in table 13 and (DoM) calculated values shown in table 14 using 
formulas 12, 13. This will yield to the following results shown in table 17. 

 

Table 17 Total goals impact values (Saliu’s methodology) 

Goal Total impact 

G1 0.28 

G2 0.13 

G3 0.68 

G4 0.28 

G5 0.80 

G6 0.41 

G7 0.40 

G8 0.13 

G9 0.41 

G10 0.53 

 

To evaluate the (HBMIA) against Salui’s methodology, we will compare the re-
sults from the two methodologies as follows: 
1. Comparing the data shown in tables 14, 16 for both methodologies, we 

conclude that (DoM) values calculated by (HBMIA) is around 55% of the 
corresponding values calculated by Saliu’s methodology.  This indicates 
that taking historical data into account while calculating the (DoM) for the 
existing components will result in higher quality values which will affect the 
goals impact calculation. The higher quality gained from (HBMIA) results 
because of high maturity historical data used from (KC1) test case re-
flected also from the relative weight 9 given to historical data in table 12. 
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The metrics data is justifiable from system history over the past system re-
leases which differs from expert’s data that has no justification and it de-
pends only on the experts experience without any evidence on its quality. 
The importance of using the hybrid-based approach through (HBMIA) 
methodology is the ability to balance between the expert-based and metric-
based approaches based on the organization maturity. This is not the only 
advantage for using the hybrid-based approach but it also overcomes the 
bias effect of expert and provides a justifiable data based on the system 
metrics as indicated in table 2. The data shown in tables 2, 3 and 4 indi-
cates that DoM values for components CM1, CM2 and CM3 calculated 
from (HBMIA) reflect accurate results based on the relative weights de-
tailed in table 12. The main advantage from our (HBMIA) methodology 
arises for cases where the existence of experts is hard and too expensive 
to the organization. Thus (HBMIA) provides higher flexibility to accommo-
date with the business case to better provide higher accuracy based on the 
maturity and availability of the experts. 

2. Comparing the data shown in tables 15 and 17 we conclude that G3 has 
the greatest impact from HBMIA while G5 has the greatest impact from 
Saliu’s methodology. To evaluate the correctness behind these results, we 
need to identify effect of each goal on the system components as indicated 
in table 18.  

 
              Table 18 Component impact from HBMIA and Saliu’s methodologies 

Component name HBMIA impact Saliu!s impact 

CM1 0.17 0.28 

CM2 0.2 0.4 

CM3 0.08 0.13 

CM4 0.22 Not supported 

CM5 0.16 Not supported 

 

G5 results in modification of 3 existing system components (CM1, CM2, 
CM3) while G3 results in creation of (CM4) and modification of (CM1, 
CM2). Since creation of new components has a bigger impact on the sys-
tem than the modification of existing components [8], the results from 
(HBMIA) tends to be more accurate than Saliu’s methodology results. This 
can be also shown from G1 which results in creation of (CM5) and modifi-
cation of (CM1). The impact value calculated by (HBMIA) is much higher 
than that calculated by Saliu’s which is reasonable because Saliu’s impact 
result from the modification of (CM1) only and neglects the impact of new 
component creation. 

 

7. CONCLUSION 

In this paper, we have presented a new methodology for calculating the impact 
of implementing new goals on existing system called (HBMIA). Our contribution 
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7. CONCLUSION
In this paper, we have presented a new methodology for calculating the impact 
of implementing new goals on existing system called (HBMIA). Our contribution 
in this paper is two fold; first, the new (HBMIA) combines the strengths of both 
metric-based and expert-based approaches while collecting DoM/DoC factor val-
ues. It balances between historical and experts contributions. Second, (HBMIA) 
gets the effect of the new components while calculating the total goal impacts. 
This will provide a better quality for the calculated goal impact especially when the 
new goals result in creation of new components. Thus (HBMIA) will overcome the 
drawbacks of existing similar approaches which depend only on the expert’s data 
which has no evidence on its correctness and neglect the historical data which 
has good indicators of the future trends of the system components. 
Since only a few studies have been performed to evaluate the efficiency and suit-
ability of (HBMIA), there is a need to do further studies for some issues that can 
affect the algorithm efficiency. Further evaluation for the different factors that influ-
ence both (DoM) and (DoC) is required. Further analysis for the type of modifica-
tion on the (DoM) assessment is required. Analyze how the software developer 
productivity will impact the assessment of both (DoM) and (DoC).
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